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Abstract
Hypergraphs are a more generalized concept of graphs where an edge typically connects multiple vertices. They are applicable to many different domains such as the representation of complex biochemical pathways or classification problems with non-empty intersections between different groups, for instance, in social network analysis. There is a need to visualize those relational data structures in such a way that a better understanding of the relationships between vertices as well as their interactive exploration is supported. This paper describes a new radial visualization technique to layout undirected hypergraphs without clutter and to provide methods of interaction and data analysis.

Categories and Subject Descriptors (according to ACM CCS): G.2.2 [Discrete Mathematics]: Graph Theory—Graph Algorithms; H.5.2 [Information Interfaces and Presentation]: User Interfaces—; I.3.6 [Computer Graphics]: Methodology and Techniques—Interaction Techniques;

1. Introduction
The visualization of graphs and networks is in the focus of many researchers in fields such as Information Visualization and Graph Drawing [GPQX07]. During the past years, a variety of many different approaches and techniques for their visualization and analysis were developed. One of many good reasons to do research in this field is the importance of graphs in many application areas. But in contrast to traditional graph visualization, the development of visual metaphors for hypergraphs was not given the same significance. This is quite surprising as they have many interesting and important application domains, such as Software Engineering [Jun08], Biochemistry [AKK*10] or Social Sciences [LBM10].

Hypergraphs are a generalization of ordinal graphs (see for instance [DBETT99]) that allow edges to be incident to more than two vertices [Ber89]. Such edges are called hyperedges which connect a set of vertices. Thus, they can be treated as non-empty subsets of the vertices in the hypergraph. More formally, a hypergraph is defined as $H = (V, E)$ with $V$ is the set of vertices and $E$ is the set of hyperedges. A hyperedge $e$ is a subset of the Cartesian product of $V$, i.e., $e = (v_1, v_2, \ldots, v_n)$. The cardinality $\gamma$ of a hyperedge is denoted with $n \geq 1$. In consequence, an ordinal graph is a hypergraph with a constant cardinality of 2 (also called 2-uniform hypergraph). Here and in the following, we only consider undirected/unordered hyperedges. A vertex which is part of a hyperedge is called hypernode or hyperedge node in order to be able to distinguish it from other vertices in $V$.

Depending of their application domain, hypergraphs can be interpreted as a set system (or a family of sets) drawn from the vertices in $V$. Consequently, they might be also used for the analysis of categorical data sets, such as customer data. Then the customers are becoming the nodes, and any category of an attribute (age range or similar) is becoming a hyperedge that connects the nodes, i.e., hyperedges represent specific grouping criteria of the vertices. In Software Engineering, for example, this could be useful for the representation of subsystem abstraction: software components might use a common subsystem and thus the components build a group sharing this subsystem which could be represented as a hyperedge [Jun08].

The main problem of the visual representation of hypergraphs is that current tools mostly introduce clutter, overlaps or many edge crossings depending on the used visualization metaphor, cf. Sect. 2. Often, such visualizations are restricted to the pure layout and not the visual analysis of hypergraphs that supports navigation and filtering. In this paper, we present a novel, projection-based visual metaphor for
representing hypergraphs. The prototypical implementation of our approach was guided by the following requirements:

- user-friendly metaphor that is intuitively understandable
- input hypergraphs should be specified by GraphML files
- add standard interaction, such as zooming, filtering, or re-ordering of hypergraph elements
- hyperedges should not overlap (no crossings of hyperedges)
- hyperedges and ordinary edges (hyperedges of cardinality two) should be treated and shown separately

In addition, we considered several tasks that should be supported by the visualization and associated interaction techniques:

- find the hyperedge nodes of a selected hyperedge (or set of hyperedges)
- determine all hyperedges that share a specific node (or set of nodes)
- filter nodes/hyperedges by means of topological features, such as node degree
- estimate the cardinality of hyperedges
- support editing of nodes and hyperedges if needed

The remainder of this short paper is organized as follows. The next section provides a brief overview of related works and highlights their drawbacks which are partly addressed by our own approach. In Section 3, we introduce our visualization tool including the interaction features. Section 4 shortly summarizes the results of a small and simple evaluation to get a first impression of the user acceptance. The conclusion and future work section deals with possible improvements of the tool.

2. Related Works

This section highlights known approaches and tools for the visual representation of hypergraphs. We can distinguish between traditional approaches that are mainly used in the graph theory literature and more recent approaches adopted in a variety of visualization tools. Note that we only focus on graphs with undirected hyperedges.

**Traditional Approaches** Methods within this category are pure diagrams, i.e., they are typically not interactive, but complex and do not scale well. Mostly, subset representations are used which is based on the hypergraph’s interpretation as set system [SAA09]. Here, the vertices are represented as points in the plane, and a hyperedge is shown as closed curve (contour) that only contains those nodes that are part of the edge. The idea is conceptually similar to Venn or Euler diagrams, but without any regional constraints that have to be taken into account. This metaphor is also used in modern tools as described below. Another technique is the use of node-link diagrams with Steiner trees as edges. The so-called Steiner tree problem looks for a minimal-weight tree which connects a specific set of vertices (terminals) in an undirected, weighted graph [HRW92]. Possible non-terminals in the trees are called Steiner points. The problem is NP-complete, but there exist heuristics that run in polynomial time. Another way to build a diagram representing a hypergraph is its visualization as a bipartite graph $G_b = (U, V, E)$. Vertices in V correspond to the vertices of the hypergraph, but those in U represent the hyperedges. As a result of this design, the edges of $G_b$ in E indicate vertex-hyperedge incidences. Disadvantages of this approach are the linear structure of the bipartite graph and the massive line intersections in worst case scenarios.

**Recent Approaches** Many current network visualization tools simply handle hypergraphs by extending standard graph layouts with colored edges, i.e., each hyperedge is replaced by a set of binary edges with the same color assigned. According to Ware [War04], this idea only works efficiently up to 12 colors (hyperedges); no interaction is usually provided. A simple implementation can be found in Wolfram Mathematica [Wol13]. Sometimes, this edge coloring approach is combined with a redundant node coloring (similar to a pie chart) to strengthen the visual perception. More advanced techniques use tight colored edge hulls as described in [DvKSW12, LQB12, CC12]. Finally, some tools use closed contours for the display of hyperedges as already described above. To distinguish them, every hyperedge region is assigned an individual color, thus each hyperedge node lies within a colored region which may overlap if nodes are part of different hyperedges. This leads to mixed colors inside the intersecting regions. Prominent examples can be found in the Jung library [OFN13] or in similar approaches such as [CPC09, HRD10, BT09, BT06]. Even if there are very advanced layout algorithms for Venn and Euler style diagrams that produce aesthetic results, the visual complexity quickly becomes very high if the data sets are getting larger. Moreover, they usually lack advanced interaction techniques.

![Visual metaphor used in our approach. The red marked hyperedge $e_h$ connects the nodes 5, 8 and 10.](image_url)
3. Visualization Approach

To address the design requirements discussed in the introduction, we decided to use a radial layout approach for our first prototype implementation (inspired by [GW03]). As shown in Fig. 1, the nodes of the hypergraph are evenly distributed on a virtual circle (ten nodes in the presented example). In the current implementation their order is arbitrary. Hyperedges with a cardinality of at least three are represented as arcs that enclose the circle. Thick points on the arcs indicate which nodes are part of them. Thus, to interpret the red highlighted hyperedge in the figure, the user has to project the points to the center of the overall layout and is thus able to identify the hyperedge nodes. Here, the highlighted hyperedge \( e_h = (v_5, v_8, v_{10}) \). By doing so, we can guarantee that no hyperedges with a cardinality larger than two can overlap.

One potential drawback of this design is the wasted space in the middle. In order to make use of it, we decided to draw binary edges (hyperedges \( e \) with \( \gamma(e) = 2 \)) inside of the virtual circle. Simultaneously, we fulfill another requirement that hyperedges and ordinary edges should be treated and shown separately. In order to avoid clutter, we bundle inner ordinary edges together in case they are incident to the same node. Note that self-loops (\( \gamma(e) = 1 \)) are allowed; they are represented as short arcs with just one point.

Based on these design decisions, we have implemented a first prototype in Java which accepts hypergraphs specified in GraphML [BEH+02] as input. Fig. 2 shows a screenshot of the current prototype.

3.1. Interaction

Our implementation supports several interaction features which help the user to discover the structure of the input hypergraph and to analyze it further. Of course standard techniques are offered, such as zooming/panning or changing a set of layout parameters (distance between arcs, color of graphical elements, thickness of arcs, etc.). It is also possible to export the displayed graph in different image formats, but also as GraphML file if the user edited the graph itself. In the following, we briefly discuss the most important features that facilitate the analysis process.

Selecting, Highlighting, and Grouping. The selection (incl. hovering) of a node by mouse click has two effects. First, all hyperedges that include the selected node (called hyperedge group) as well as all other nodes of the group are highlighted in the selection color. The node itself is marked with a black halo to distinguish it from the others. Second, the corresponding hyperedge group is moved inwards, similar to the Bring & Go approach [MCH+09]. As a result, all related hyperedge arcs are very close to the selected node; unrelated arcs are moved outwards and faded out a bit (cf. Fig. 3). However, it is also possible to move individual arcs outwards or inwards manually.

Vice versa if an hyperedge arc is selected (or hovered), then the related hyperedge nodes are highlighted only. Multiple selection is also provided. Both, nodes and hyperedges can be alternatively selected by using the lists in the control panel as shown on the right hand side of the screenshot in Fig. 2. Here, hyperedge \( e_1 \) was selected by the user.
Filtering The user also has the possibility to filter nodes and edges based on specific topological features. If the node filtering option was chosen in the menu, then a dialog box is opened where the user is able to specify conditions, such as that a node must have a specific degree or that a node must be incident to all selected hyperedges. Similar conditions can be expressed with the help of an hyperedge filtering dialog box. After the filtering was applied, nodes and hyperedges fulfilling the conditions are highlighted with the selection color whereas others are faded out.

Editing Our tool permits the deletion of selected nodes/hyperedges. Users may save a modified version of the original hypergraph in GraphML. Adding of hypergraph elements is not supported yet, but planned for future versions.

4. First Evaluation

We performed a small evaluation to learn more about the user acceptance, current problems and pros/cons of our idea compared to edge coloring visualization (cf. Section 2). For this, we asked 32 test persons (19 female and 13 male) to complete a questionnaire based on experiences they made with the two visualization approaches applied on a sample hypergraph. This sample hypergraph represented groupings of movie data, i.e., 50 actors/actresses were considered as nodes and 17 movie directors as hyperedges. Our participants were mainly undergraduate students in a software development study program. We are aware that there are learning effects and other issues in this evaluation design, but at this stage of the development, we just wanted to get a first impression if our ideas make sense for users.

First results support our impression that the new projection-based approach might outperform standard edge coloring methods: 80% of the participants think that our idea is more powerful, and 93% believe that it is more appropriate for larger hypergraphs. With respect to hypergraph topology, 70% are of the opinion that our approach is better in revealing connections between nodes/hyperedges. In addition, they made proposals how to improve our tool. These are partly discussed in the next section.

5. Conclusions and Future Work

In this paper, we have presented a new radial visualization method which is able to display undirected hypergraphs without clutter including a set of possibilities to interact with them. Our own experiences and the small evaluation provide reasons to believe that it scales well up to 100 nodes and 150 hyperedges. In our opinion, this is better as many other layout approaches, especially with respect to the number of hyperedges (other techniques usually scale up to 20-30 hyperedges only). Here, the maximal number of nodes is strongly restricted by the (variable) size of the inner circle. On the other hand, the number of crossing-free hyperedge arcs is restricted by the size/resolution of the display, but an arc should always be completely visible. Otherwise, the user loses his/her mental map [MELS95]. The interaction possibilities, particularly the filtering or the arc grouping and bringing features, improve this situation in practice. However, there is more work to do in order to offer an efficient tool for the visual analysis of hypergraphs. As future work, we plan to extend and improve the current implementation according to the following list of modifications:

- A better edge bundling in the center should be implemented that considers the hyperedges outside. The current arrangement of nodes on the circle is arbitrary which has to be also improved in future versions.
- Another drawback are the missing node/edge labels within the main view (they are only shown in the status bar). It would be more intuitive if they would be available inside the graph view (for example as tooltips or in form of a magic lens approach).
- Comparison of at least two hypergraphs should be supported.
- It is not possible to add nodes or edges in the current prototype, because this is usually not needed in the analysis process. Adding those elements would turn the tool into a hypergraph editor which also might be used for data curation [KHP+11].
- A real usability study is needed to get significant evaluation results.
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