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Abstract
A lot of courseware tools suffer from the almost mutually exclusive goals of ease of usability on the one hand and extensibility and flexibility on the other hand. In most cases the tools are either ready-to-use applications (e.g. a virtual lab) or complex tool sets which need a long period of domain-specific adjustment.

This paper presents the courseware environment AlgoViz which primarily addresses this problem. The AlgoViz project provides a software collection which is currently focused on the visualization of fundamental computer graphics algorithms and geometric modeling concepts. The intention is to build a collection of components, that can easily be combined to new applications.

Supporting a purely visual programming paradigm, AlgoViz offers the possibility to create new demonstration applications without having to write a single line of source code. To demonstrate its potential AlgoViz comes with a variety of examples already forming a valuable computer graphics tutorial.

Categories and Subject Descriptors (according to ACM CCS): K.3.1 [Computer Uses in Education]: Collaborative learning, Distance learning K.3.2 [Computer and Information Science Education]: Computer science education

1. Introduction
E-learning has become an important internet application which enriches teachings in several aspects. It uses visualization techniques which have always been a very important factor for the understanding of complex methods and algorithms. Especially in life sciences problems often show dynamic behavior and are difficult to describe. Therefore, videos, simulations, and interactive animations assist an instructor in teaching scenarios.

As the importance of visualizations is well known, a lot of toolkits have been developed to support lecturers and students [UFK89]. Consequently, innumerable projects deal with the problem of producing high quality visualizations and simulations in an efficient way [KHS98], [SGH*], [LS01].

But the production of interactive components, video clips and multimedia-learning materials is extremely expensive; particularly, if the material is didactically prepared for this medium. Procedures that minimize these additional costs are therefore desirable.

Besides financial considerations other aspects also have to be taken into account. Most visualization modules are designed and implemented by a scientific research group to enhance their teaching [Bro02], [DKDB01]. They are designed, implemented and published for a specific purpose and are used in a particular context [KMS*], [Min]. An exchange of this context – e.g. an adaptation to one’s own courseware materials, or improvements, extensions and bug fixes – is, in general, not intended.

Furthermore, the long-term maintenance of a project is not guaranteed due to high fluctuation of employees in higher education.

2. Generic building blocks
To overcome these disadvantages, we have developed a library of elementary components which can easily be combined to applications and we have also created various examples built from these library components to illustrate their usage.

The AlgoViz project provides visualization modules for fundamental computer graphics algorithms and geometric modeling concepts. The main idea is to provide a good set of small and flexible building blocks and let the user do the rest.
The project addresses two distinguished user groups: first, it supports lecturers, who want to visualize algorithms efficiently. Second, AlgoViz can be used as a framework for students within a drill-and-practice environment.

As this project focuses on high usability, not only its building block structure is in use, but also the following concepts and techniques.

- **Open Source**: The AlgoViz project will be published freely under an open source license without any costs for end users in the near future [FEJ03b], [FEJ03a]. Based on recent feedback, we hope that the project will attract an active user group which might give – similar to other open source projects – support to new users.

- **Modularity**: All software parts are written in Java and have an object-oriented design. The granularity and the independence of the components simplify the creation of extensions and improvements [Fel91].

- **Simple Structures**: More important than modularity is a lean design with few dependencies. It allows a short period of vocational adjustment. Simple modifications and adaptations to one’s own learning materials are doable with exceptionally little effort.

- **Many Examples**: To demonstrate the usage of our software components we are creating a computer graphics tutorial (see Figure 1) which will cover all fundamental computer graphics algorithms and geometric concepts needed within an introductory computer graphics lecture.

- **JavaBean Concept**: Each software part of the AlgoViz project which implements a visualization component or an algorithm is written as a so-called JavaBean [Fla02]. Fulfilling the JavaBean standard, a component can be arranged with other components and can be modified on a purely visual basis. There is no need to write even a single line of code to create an application, only the elementary concepts of software design and a basic knowledge of programming paradigms are required. An example of such a building process without the need to code is given in the next section.

- **XML Serialization**: All JavaBeans automatically support XML serialization [McL01]. Applications and applets which were interpreted within a bean container and have been serialized instead of being compiled can be reloaded into the bean container for further modifications.

- **Easy To Publish**: Written in Java and designed to be used as a JavaApplet, a stand-alone application or via Java Network Launch Protocol (JNLP) as a network application all programs of the AlgoViz project can be published easily.

After this overview the AlgoViz project will now be presented in detail.
3. The AlgoViz Bean Collection

The most important part of the AlgoViz project is its collection of JavaBeans. Up to now the AlgoViz bean collection is focused on – but not restricted to – computer graphics topics.

These beans form the building blocks upon which the building block concept is based on. Besides some minor exceptions almost everything is implemented as a JavaBean. Unfortunately the term “JavaBean” is used with different meanings depending on the context. Within this paper a JavaBean is an architecture for the definition and reuse of Java software components with the primary goal to allow developers to create reusable components in a simple to use manner. Beans differ from simple class libraries in that they are intended rather for visual manipulation than for programming issues.

The spectrum of JavaBeans varies from simple GUI components (e.g. the simple label of the Java SDK called JLabel) to complex GUI components (e.g. the LaTeX renderer for mathematical formulas of the AlgoViz bean Collection) or non-GUI components (e.g. a mesh loader).

3.1. Creating New Applications

Using a JavaBean collection, applications can be developed in several ways. Of course, there exists the classical way of programming by writing source code. In this case the use of beans does not really differ from the use of any software library. For skilled and trained programmers classical programming will be the preferred usage.

Another possibility to use a bean collection is a bean container. A bean container is able to load up a set of JavaBeans and initialize them based on information loaded from a descriptor file. One of the first bean containers is Sun’s BeanBox which has been replaced by its successor called BeanBuilder [Sun]. Other bean containers are GeoVISTAStudio [TG02] and JBeanStudio [Tak].

Common to all mentioned bean containers is the clear emphasis on visual programming. This concept realizes functional dependencies by state descriptions and data flow diagrams [CP02].

Using this technique it is possible to “write” an application without the need to write any source code. Everything is done by wiring events, event filters and data flows which can be seen in Figure 4. Therefore, the user does not need any programming skills of a specific programming language. Just a little background knowledge about object orientation, data flows and algorithms is sufficient.

Some integrated development environments (IDE) offer a way to combine both, the classical way of programming and visual programming; e.g. the Visual Editor project – a graphical plugin for Eclipse.

3.2. An Example at Full Length

To demonstrate the simplicity of visual programming the creation of a simple demonstration tool, illustrating the conversion of an RGB color into HSV representation, will be shown.

According to the diagram in Figure 5 the application consists of four main components:

1. An RGB color chooser lets the user select a color in RGB representation.
2. The color converter takes an RGB triple and converts it into HSV representation according to the well-known conversion formula. In a non-teaching scenario this would be sufficient, but in our case we would like to have an illustration of the conversion step. Therefore each algorithm implemented in AlgoViz provides additional information and explanations. Just like the color converter, most beans demonstrating something based on a formula simply provide a LaTeX based explanation to use the possibility of displaying mathematical equations.
3. The result (the same color in HSV representation) is shown in a color diagram which uses an illustration of the...
accoding color space which means that the HSV triple is rendered within a color pyramid.

4. The \texttt{LATEX} Renderer is used to display the conversion equation and additional explanations.

In a visual programming environment the application can be built according to the diagram in Figure 5 without writing any source code. Figure 6 shows a screen shot during the creation process using the BeanBuilder. The data flow can be established using a simple wizard which can be seen in Figure 7.

![Figure 6: Creating the example application with the BeanBuilder. The screen shot shows the main window (top), the application to build (right) and the property editor (left).](image)

The similarity between the schematic diagram and the concrete realization is obvious. After a short period of domain-specific adjustment – especially in the usage of the preferred bean container – the building block concept used throughout the AlgoViz bean collection results in rapid development and, consequently, reduces the production time and cost in multimedia development.

### 3.3. Publishing Created Applications

Once a teaching unit has been created it may be published as a normal application which has to be downloaded and installed. This may be adequate if it is used quite often.

In other situations it might be appropriate not to install it but to start it via a network. In this case JavaApplets are a solution. However, due to problems with different browsers and platforms, it is not best choice. The Java Network Launch Protocol (JNLP), introduced by Sun, should be shortlisted. It avoids the problems raised by applets.

No matter what choice is taken, the AlgoViz bean collection supports each of them by using only those techniques and libraries which are available on all platforms and all supported distribution channels (applet, application, JNLP).

![Figure 7: The Interaction wizard establishes data flow connections between beans. It filters possible connections and displays only those that have compatible types.](image)

![Figure 8: The ready-built example application published using Sun’s JNLP technique.](image)

### 3.4. Usage of the AlgoViz Bean Collection

Despite the creation of new demonstration programs, other application areas are at hand.

Within a drill-and-practice environment, the bean collection can be used just like a class library. Students that use this library do not have to implement standard program frameworks – e.g. data input routines, matrix multiplications, user interfaces, etc. – and can concentrate themselves on the algorithms they should learn.

A totally different usage is offered by ready-built applications based on the AlgoViz bean collection. Our set of examples will form a computer graphics tutorial and will be extended until the fundamental algorithms and concepts of computer graphics science are well covered.

The tutorial can be utilized in a typical class room sce-
nario as well as in a blended-learning scenario. Such a tutorial may be some kind of illustrated and animated table of contents showing the topics the lecture dealt with. This is useful for exam preparations and for students that join an advanced lecture without having attended the introduction.

3.5. Content of the AlgoViz bean collection

In order to create a complete computer graphics tutorial we strive to cover the fundamental algorithms of computer graphics and computer aided design. The following topics are already covered or will be covered in the near future.

- **Color Spaces:** This elementary topic is part of almost every introduction into computer graphics. Beans implementing color diagrams and color conversion routines visualize the connections between different color spaces.

- **Digital Differential Analyzers:** As a part of every two dimensional graphics library, digital differential analyzers (DDA) must not be missing.

- **Image Processing:** To explain image based algorithms or higher dimensional filter techniques, the AlgoViz bean collection provides beans which illustrate e.g. a wavelet transformation.

- **Perspective & 3D Transformations:** Computer graphics would be unimaginable without the basic concepts of perspective and transformations.

- **Rendering Pipeline:** Today’s rendering pipelines used by OpenGL or DirectX use techniques which can be illustrated with AlgoViz beans. These beans implement diverse shaders, lighting, bump mapping, etc.
Ray tracing: A minimalistic ray tracer to bring out the main concept is in progress and will soon be ready.

Figure 12: A Bézier triangle surface.

Curve and Surface Design: Classical Computer-Aided Geometric Design (CAGD) topics like curve and surface design based on Bézier and B-Spline techniques are implemented in bean components for surface evaluation and degree elevation for example.

Subdivision Surfaces: Another surface design topic that will be covered soon are subdivision surfaces which attracted significant attention within the last few years.

Computational Geometry: Basic principles like triangulations or Voronoi diagrams are work in progress.

Beside these beans concerned with computer graphics algorithms and topics the AlgoViz bean collection also consists of software components without a special focus, nameable the \LaTeX equation renderer, an image viewer, the matrix library and many more.

4. Results

Many courseware tools can be put into one of two categories. One the one hand there exists ready-to-use applications which offer almost no possibilities for enhancement, improvement or adaption to one’s own courseware materials. On the other hand complex tool sets are available. These tools are very flexible and powerful. Unfortunately, they require an enormous time for domain-specific adjustment.

Our approach tries to solve this problem by providing both: a flexible tool set, which can be used in many contexts, and complete examples.

AlgoViz is a software environment which enriches computer graphics teaching. Due to its building block system it offers a very flexible environment for lecturers who want to visualize algorithms efficiently and who do not have the time to program everything from bottom up. The created applications can substantially enrich a lecture. Furthermore, the visualizations can be published rather effortlessly via internet using Sun’s JNLP or JavaApplet technique.

5. Future Work

The AlgoViz project is currently focused on the visualization of fundamental computer graphics algorithms and geometric modeling concepts. A lot of topics are already covered by corresponding AlgoViz beans, but the completion of the bean set of basic algorithms is still has to be done. At the same time the expansion of the CG tutorial will be addressed.

In the near future AlgoViz will cover the most important, fundamental computer graphics algorithms and will be available at

http://graphics.tu-bs.de/research/projects/AlgoViz

as a framework for visualization issues in computer graphics education. The computer graphics tutorial will be published under the internet address

http://graphics.tu-bs.de/CGTutorial/Tutorial.html
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